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Abstract. Markov decision processes (MDPs) are a standard model for
sequential decision-making problems and are widely used across many
scientific areas, including formal methods and artificial intelligence (AI).
MDPs do, however, come with the restrictive assumption that the tran-
sition probabilities need to be precisely known. Robust MDPs (RMDPs)
overcome this assumption by instead defining the transition probabili-
ties to belong to some uncertainty set. We present a gentle survey on
RMDPs, providing a tutorial covering their fundamentals. In particular,
we discuss RMDP semantics and how to solve them by extending stan-
dard MDP methods such as value iteration and policy iteration. We also
discuss how RMDPs relate to other models and how they are used in
several contexts, including reinforcement learning and abstraction tech-
niques. We conclude with some challenges for future work on RMDPs.
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1 Introduction

Markov decision processes (MDPs) are a fundamental model for tackling decision
making under uncertainty across various areas, such as formal methods [72], op-
erations research [99], and artificial intelligence [113]. At the core of MDPs is the
assumption that the transition probabilities are precisely known, a requirement
that is often prohibitive in practice [11]. For example, in data-driven applica-
tions in AI such as reinforcement learning (RL) [113], transition probabilities
are unknown and can only be estimated from data. Furthermore, in formal ver-
ification problems, the state-explosion problem often prevents the model from
being fully built [13, 14, 27]. As a remedy, sampling-based approaches that only
estimate the transition probabilities, such as statistical model checking [6, 86],
are used. Any sampling-based approach naturally carries the risk of statistical
errors and hence, incorrect estimates of the probabilities.

Robust MDPs (RMDPs) overcome this assumption of precise knowledge of
the probabilities. An RMDP contains an uncertainty set that captures all pos-
sible transition functions from which an adversary, typically called nature, may
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choose. Tracing back to at least interval Markov chains in the formal meth-
ods community [68] and bounded-parameter MDPs in AI [46], RMDPs pro-
vide a general and flexible framework for modelling MDPs with uncertainty on
the transition probabilities [64, 93, 118]. RMDPs provide a rigorous approach to
quantifying the impact of data-driven methods for MDPs and, as such, represent
an important topic in the intersection of AI and formal methods.

RMDPs in AI and formal methods. As RMDPs are studied across sev-
eral research fields, results inevitably become scattered across the communities.
While several recent algorithmic developments and applications of RMDPs stem
from AI and operations research, see e.g., [10, 47, 59] and many of the other works
cited in this survey, tool support is arguably more mature in the formal methods
community. While several of the major contributions to dynamic programming
for RMDPs can be traced back more to the AI than the formal methods com-
munity, these algorithms have been implemented in probabilistic model checkers
such as Prism [80] and Storm [57], which are well-known within formal meth-
ods but less so in AI. Because work on RMDPs in formal methods and AI faces
many of the same problems, we believe that research in both communities can
benefit greatly from each other. In particular, theoretical contributions in one
field may improve tool support in the other. Vice versa, improved tool support
may lead to more advanced applications of RMDPs across both research areas.

Goal of this survey. The goal of this survey is to unify the views on RMDPs
from the AI and formal methods communities. While the theory of RMDPs has
made significant advances over the years, surveys summarizing these results are
as of yet sparse. To the best of our knowledge, [95] is the only other survey on
RMDPs available, with a primary focus on summarizing recent technical results.
In contrast, this paper aims to provide an introduction to the theory of robust
MDPs and a short review of its connections with other well-known models and
applications in the areas of formal methods and AI.

Outline. This survey consists of two main parts. In the first part, we review
the basics of MDPs in Section 2 and then lay out the theoretical foundations
underpinning RMDPs in Section 3. These sections are meant to be accessible
to readers with basic familiarity with MDPs. In the second part, we provide
a gentle survey of the existing literature, in particular focusing on connections
with other models (Section 4) and applications and tool support (Section 5). We
conclude in Section 6 with some interesting directions for future work, both in
theory and applications, for RMDPs.

2 Markov Decision Processes and How to Solve Them

For a set X, we write |X| for its cardinality. Partial functions are denoted by
f : X ⇀ Y , and we write ⊥ for undefined. A discrete probability distribution over
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a finite set X is a function µ : X → [0, 1] such that
∑

x∈X µ(x) = 1. The set of
all probability distributions over X is denoted by D(X). A distribution is called
Dirac if it assigns probability one to precisely one element and zero to all others.

2.1 Markov Decision Processes

We define Markov decision processes (MDPs) and their semantics.

Definition 1 (MDP). A Markov decision process (MDP) is a tuple of the form
(S, sι, A, P,R), where S is a finite set of states with sι ∈ S the initial state, A is
a finite set of actions, P : S ×A ⇀ D(S) is the probabilistic transition function,
and R : S ×A ⇀ R≥0 is the (non-negative) reward function.

We focus on expected reward objectives and hence omit a labelling function
from our MDPs. We use partial functions for the transition and reward functions
to allow for enabled actions. An action is enabled if P (s, a) is defined. We write
A(s) ⊆ A for the set of enabled actions at state s. We require that the transition
and reward function are consistent with each other, that is, P (s, a) = ⊥ ⇐⇒
R(s, a) = ⊥. For convenience, we write P (s, a, s′) for the probability P (s, a)(s′).

A path in an MDP is an (in)finite sequence of successive states and actions:
τ = (s0, a0, s1, . . . ) ∈ (S×A)∗×S where s0 = sι and ∀i ∈ N, P (si, ai, si+1) > 0.
A path is finite if the sequence is finite, τ = (s0, a0, . . . , sk), for which we write
last(τ) = sk for the last state. The set of all paths is denoted as Paths. The
sequence of states in a path τ = (s0, a0, s1, . . . ) is states(τ) = (s0, s1, . . . ).

A discrete-time Markov chain (DTMC) is an MDP with only one enabled
action in each state: ∀s ∈ S, |A(s)| = 1. For DTMCs, we omit the actions
altogether from the tuple and write (S, sι, P,R).

A policy (also called scheduler or strategy) is a function that maps paths to
distributions over actions π : Paths → D(A). Such policies are called history-based
and randomized. A policy is deterministic if it only maps to Dirac distributions
over actions and stationary (also called memoryless) if it only considers finite
paths of length one. Stationary deterministic (also called positional) policies are
written as π : S → A.

Given a policy π for an MDP M , the action choices in M are resolved,
resulting in a DTMC.

Definition 2 (Induced DTMC). Let M = (S, sι, A, P,R) be an MDP and
π : Paths → D(A) a policy. The induced DTMC is a tuple Mπ = (S∗, sι, Pπ, Rπ),
where S∗ is the (infinite) set of states, sι is the initial state, and the transition
and reward functions are defined as

Pπ(states(τ), states(τ) : s
′) =

∑
a∈A

π(τ)(a) · P (last(τ), a, s′),

Rπ(states(τ)) =
∑
a∈A

π(τ)(a) ·R(last(τ), a),

where τ ∈ Paths and states(τ) : s′ denotes concatenation of states(τ) with s′.
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The induced DTMC Mπ has a unique probability measure PMπ
that follows from

the standard cylinder set construction, see, e.g., [14, 40]. For stationary policies,
the set of states of the induced DTMC coincides with that of the MDP and is
thus finite.

Objectives. The primary objective we consider in this paper is cumulative
reward maximization until reaching a state in some target set T ⊆ S [79]. We
shall simply call this objective reach-reward. The goal is to compute the expected
reward and an associated optimal policy for this objective in a given MDP M ,
which we formalize in the following subsection. Other common objectives include
reachability, discounted expected reward, reach-avoid, and general temporal logic
objectives expressed in (probabilistic) LTL [96] or CTL [52].

2.2 Classical Dynamic Programming

We review dynamic programming for MDPs with an infinite horizon undis-
counted reward objective in preparation for our discussion of robust dynamic
programming in Section 3. We define state and state-action value functions
V : S → R and Q : S × A → R, respectively. Dynamic programming updates
these value functions iteratively until the least fixed point is reached.

We preprocess the set of states S based on graph properties via the following
standard procedure [14] and Prism-semantics for reward objectives [41, 79]. Let
T ⊆ S be the target set of our objective, let S∞ ⊆ S be the set of states for
which there exists a policy that does not reach T almost-surely, and denote the
remaining states by S? = S \ (T ∪S∞). For all a ∈ A and target states s ∈ T , let
Q(s, a) = 0. Similarly, for all a ∈ A and s ∈ S∞, let Q(s, a) = ∞. For all other
states s ∈ S? and a ∈ A, we initialize the state-action values as Q(s, a) = 0. We
iteratively update the state and state-action values for all (s, a) ∈ S? ×A by:

V (n)(s) = max
a∈A

Q(n)(s, a), Q(n+1)(s, a) = R(s, a) +
∑
s′∈S

P (s, a, s′)V (n)(s′).

This process is also known as value iteration. When performing value iteration,
we do not need to keep track of the state-action values Q explicitly but instead
can directly compute the state-values V by setting V (s) = 0 for all s ∈ T , for
all s ∈ S∞, V (s) = ∞, and for all s ∈ S? we iteratively compute:

V (n+1)(s) = max
a∈A

{
R(s, a) +

∑
s′∈S

P (s, a, s′)V (n)(s′)

}
, (1)

The optimal value function V ∗ is the unique least fixed point of the Bellman
equation in Equation (1).

For many objectives in MDPs, such as reach-reward maximization, optimal
policies are stationary and deterministic, i.e., of type π : S → A [99]. An optimal
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stationary deterministic policy π∗ that achieves value V ∗ can be extracted by
performing the following one-step dynamic programming procedure:

π∗(s) = argmax
a∈A

{
R(s, a) +

∑
s′∈S

P (s, a, s′)V ∗(s′)

}
.

Policy evaluation and improvement. As an alternative to value iteration,
MDPs can also be solved through policy iteration. Policy iteration consists of two
alternating steps: policy evaluation and policy improvement. Policy evaluation
is the process of computing the value of an MDP for a given policy, which
is also known as verifying or model checking the induced Markov chain from
Definition 2 [14]. The value of a stationary policy π : S → D(A) is computed by
the following Bellman equation:

V (n+1)
π (s) =

∑
a∈A

π(s, a) ·

(
R(s, a) +

∑
s′∈S

P (s, a, s′)V (n)
π (s′)

)
.

Alternatively, we may explicitly construct the induced DTMC (S, sι, Pπ, Rπ)
from Definition 2, whose set of states coincides with that of the MDP (and is
thus finite) as the policy π is stationary.

After evaluating the current policy π and determining its value function V ∗
π ,

the policy improvement step looks for a new policy π′ that outperforms the
current policy as follows. First, compute the state-action values under π as

Qπ(s, a) = R(s, a) +
∑
s′

P (s, a, s′)V ∗
π (s

′), ∀s ∈ S, a ∈ A(s).

The new policy π′ is extracted as π′(s) = argmaxa∈A Qπ(s, a) for all s ∈ S and
has a value at least as good as the previous policy, i.e., V ∗

π′ ≥ V ∗
π . This process

terminates as soon as the policy does not change anymore: π′ = π, after which
π is guaranteed to be optimal.

Modifications towards other objectives. Many other objectives, such as
reachability and discounted reward, can be solved by straightforward modifi-
cations to the Bellman equation. For maximizing the reachability probability
of a target set T ⊆ S, the reward function is removed, and the preprocessing
step is changed to set Q(s, a) = 1 for all (s, a) ∈ T × A, and Q(s, a) = 0 for all
(s, a) ∈ S∞×A. For discounted reward, the preprocessing is removed altogether,
and all state-action pairs are initialized with Q(s, a) = 0. The Bellman equation
from Equation (1) is modified for both cases, respectively:

Q(n+1)(s, a) =
∑
s′∈S

P (s, a, s′)V (n)(s′), (reachability)

Q(n+1)(s, a) = R(s, a) + γ
∑
s′∈S

P (s, a, s′)V (n)(s′). (discounted)

These modifications can also be directly applied to the state-value function V
from Equation (1).
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Variations and other methods. Several variations to value iteration have
been introduced to resolve issues with accuracy and convergence, such as bounded
value iteration [18, 51], interval iteration [15] optimistic value iteration [54] and
sound value iteration [101]. As an alternative to dynamic programming, MDPs
can also be naturally encoded as a linear optimization problem which can be
solved in polynomial time for many objectives (among which: reach-reward, dis-
counted reward, reachability) [14]. An extensive experimental evaluation com-
paring several methods for solving MDPs can be found in [53].

3 Theory of Robust Markov Decision Processes

Having briefly recapped the basics of MDPs and dynamic programming, we now
move to robust MDPs. In the following, let X be a set of variables. An uncertainty
set U is a non-empty set of variable assignments subject to some constraints and
is defined as U = {f : X → R | constraints on f}.

Definition 3 (RMDP). A robust Markov decision process (RMDP) is a tuple
(S, sι, A,P, R), where the states S, initial state sι, actions A and reward function
R are defined as in standard MDPs, and P : U → (S × A ⇀ D(S)) is the
uncertain transition function.

Essentially, the uncertain transition function P is a set of standard transition
functions P : S ×A ⇀ D(S), and we may thus also write P ∈ P for a transition
function P that lies inside the uncertain transition function.

While strictly speaking not required, it is convenient to define the set of
variables X to have a unique variable for each possible transition of the RMDP,
such that X = {xsas′ | (s, a, s′) ∈ S × A × S}. The uncertainty set U is then
a set of variable assignments, i.e., functions that map each variable to a real
number, subject to constraints. These constraints may, for example, define each
variable’s allowed range and encode dependencies between different variables.
Note that we do not explicitly add a constraint that each state-action pair is
assigned a valid probability distribution but leave this implicit in the definition
of the uncertain transition function P. Alternatively, one can define RMDPs
by having the uncertain transition function assign a function over the variables
to each transition, effectively encoding the dependencies there, and having the
uncertainty set only define the range of each variable. This construction would,
however, require additional adjustments to move most of the discussion that
follows (most notably around rectangularity) from the uncertainty set to the
uncertain transition function.

Example 1. Figure 1 depicts an MDP and an RMDP. Below are three possible
uncertainty sets for this RMDP:

U1 = {x0a1 ∈ [0.1, 0.9] ∧ x0b1 ∈ [0.1, 0.9] ∧ x2a0 ∈ [0.1, 0.9]} ,
U2 = {x0a1 ∈ [0.1, 0.4] ∧ x0b1 = 2x0a1 ∧ x2a0 ∈ [0.1, 0.9]} , (2)
U3 = {x0a1 ∈ [0.1, 0.4] ∧ x0b1 = 2x0a1 ∧ x2a0 = x0a1} .
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(a) An MDP.
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Fig. 1: An MDP and RMDP for Example 1.

The agent can choose between action a and b in state s0 and has singleton
choices in the other states. An adversary, nature, chooses variable assignments
for x0a0, x0a1, x0b1, x0b2, x2a0, and x2a2. As mentioned above, the restriction that
each state-action pair is assigned a valid probability distribution is implied by
the definition of the uncertain transition function P. We can therefore focus
purely on the choices of x0a0, x0b1, and x2a0.

The uncertainty sets give restrictions on the possible variable assignments.
In uncertainty set U1, variables x0a0, x0b1, and x2a0 can each be given any value
in the interval [0.1, 0.9]. A possible variable assignment in U1 is f1 = {x0a0 7→
0.3, x0b1 7→ 0.1, x2a0 7→ 0.8}. This variable assignment is not possible in uncer-
tainty sets U2 and U3 because of the dependencies between the variables. For
example, in uncertainty set U2, variable x0b1 must be assigned twice the value
of x0a0, whose value must now be in the interval [0.1, 0.4]. A possible variable
assignment in U2 is f2 = {x0a0 7→ 0.3, x0b1 7→ 0.6, x2a0 7→ 0.8}. We further
discuss the effect of dependencies in the uncertainty set in Section 3.1.

Objectives. For ease of presentation, we again focus on reach-reward maxi-
mization as an objective. However, as there is no single transition function, the
goal is now to compute an optimal robust policy, meaning optimal against the
worst-case probabilities in the model. What this worst-case exactly is, depends
on the semantics of the RMDP.

3.1 RMDP Semantics and Structural Assumptions

RMDPs can be seen as a game between the agent, who aims to maximize their
reward by selecting actions, and an adversarial nature, who aims to minimize
the agent’s reward by selecting variable assignments from the uncertainty set.
Nature hence simulates the worst-case transition function that the agent should
be robust against. This game interpretation can be fully formalized into a zero-
sum stochastic game (SG), as we shall discuss further in Section 4.2.
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Intuitively, the game is constructed by adding a new set of states S × A for
nature that consists of tuples of the state-action pairs the agent was in. At each
such state-action pair, nature selects a variable assignment from the uncertainty
set that determines the transition function P ∈ P.

The precise rules of the game, and with that the semantics of RMDPs, that
determine which variable assignments nature is allowed to choose are controlled
by two factors: (1) possible dependencies between nature’s choice of the variable
assignments between different states or actions, known as (non)-rectangularity;
and (2) whether previous choices by nature restrict its future choices, known as
the static and dynamic uncertainty semantics. These two factors determine the
available policies, i.e., transition functions, for nature, and thus the worst-case
transition function that the agent must be robust against. We now discuss both
concerns in more detail.

Dependencies between the variables, or lack thereof, immediately follow from
the constraints used to define the uncertainty set U . Independence between states
or state-action pairs is commonly referred to as rectangularity. Informally, an
uncertainty set U is state-action or (s, a)-rectangular if there are no dependencies
between the constraints on the variables at different state-action pairs, and state
or s-rectangular if there are no dependencies between constraints on the variables
at different states. More formally, following standard notation [118]:

Definition 4 (Rectangularity). The uncertainty set U is (s, a)-rectangular if
it can be split into lower dimensional uncertainty sets U(s,a) that only relate to the
variables at the respective state-action pair (s, a), such that their product forms
the whole uncertainty set: U =×(s,a)∈S×A

U(s,a). Similarly, an uncertainty set
U is s-rectangular if U can be split into lower dimensional uncertainty sets U(s)

that only relate to variables at state s, such that U =×s∈S
U(s).

Example 2. We revisit the RMDP in Figure 1b and the three possible uncer-
tainty sets in Equation (2). The set U1 is an (s, a)-rectangular uncertainty set, as
each variable influences the transition probabilities in only one state-action pair.
In other words, there are no dependencies between constraints on the variables
at different state-action pairs. In U2 the transition probabilities for state-action
pairs ⟨s0, a⟩ and ⟨s0, b⟩ both depend on variable x0a1. Therefore, U2 no longer
has independence between actions but is still s-rectangular. The final uncertainty
set, U3, has dependencies between all variables and is, therefore, non-rectangular.

The type of rectangularity has, together with whether the uncertainty set is
convex or not, direct consequences for the computational complexity of policy
evaluation, i.e., computing the value for a given policy, and the type of policy
that is sufficient to be optimal for discounted reward objectives under static
uncertainty semantics. These results are due to Wiesemann et al. [118] and
presented in Table 1.

Under s-rectangularity, an additional assumption is made that nature can
no longer observe the last action of the agent. This assumption is mentioned ex-
plicitly in [58, 59, 118] but often left implicit. Note that this assumption on the
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Fig. 2: An RMDP for Example 3.

last-action observability does influence the optimal policy and value, as demon-
strated by Example 3. The question of last-action observability corresponds to
the difference between agent first and nature first semantics in [17].

Example 3 (Last-action observability). Figure 2 depicts an RMDP. Below is an
s-rectangular uncertainty set:

U = {x0a1 ∈ [0.1, 0.9] ∧ x0a1 = x0b2} .

Whether or not nature observed the agent’s last action determines whether or
not nature has to take the dependency between x0a1 and x0b2 into account. If
nature observes the agent’s last action, it can achieve an expected reward of 55
by choosing the maximal x0a1 = x0b2 = 0.9 when observing action a, and by
choosing the minimal x0a1 = x0b2 = 0.1 when observing action b. If nature does
not have this information, it has to account for both possible agent actions. The
best course of action for nature is then to choose x0a1 = x0b2 = 0.5, leading to
an expected reward of 75 regardless of the agent’s choice.

Static and dynamic uncertainty semantics. The second point about
RMDP semantics is whether nature’s previous choice at a certain state-action
pair should restrict its possible future choices. To that end, Iyengar [64] intro-
duced the notions of static and dynamic uncertainty semantics. Static uncer-
tainty semantics require nature to play a ‘once-for-all’ policy: if the state-action
pair is revisited, nature is required to use the same variable assignment from
the uncertainty set as before. In contrast, under dynamic uncertainty semantics
nature plays ‘memoryless’ and is free to choose any variable assignment at every
step. Simultaneous but independently, Nilim and El Ghaoui introduced these
semantics as time-stationary and time-varying uncertainty models [93]. Note
that these notions have only been introduced for (s, a)-rectangular RMDPs and
are only of concern in cyclic, infinite horizon models. Interestingly, Iyengar [64]
also shows that the distinction between static and dynamic uncertainty does not
matter for reward maximization in (s, a)-rectangular RMDPs. A similar result
was established for reachability in interval Markov chains in [26]. We state the
result in general in the following lemma.



10 M. Suilen et al.

Uncertainty set & rectangularity Optimal policy class Complexity

(s, a)-rectangular Stationary, deterministic Polynomial
Convex s-rectangular Stationary, randomized Polynomial

non-rectangular History, randomized NP-hard

(s, a)-rectangular Stationary, deterministic NP-hard
Nonconvex s-rectangular History, randomized NP-hard

non-rectangular History, randomized NP-hard

Table 1: Policy classes that are sufficient and computational complexity of policy
evaluation for discounted reward RMDPs with various types of uncertainty sets,
as identified by Wiesemann et al. [118] assuming static uncertainty semantics.

Lemma 1 (Static and dynamic uncertainty coincide [64]). Consider an
(s, a)-rectangular RMDP where both agent and nature are restricted to stationary
policies, i.e., policies of type π : S → D(A). Let πst be the optimal policy under
static uncertainty, and πdy be the optimal policy under dynamic uncertainty se-
mantics. The robust values of these policies coincide, i.e., Vπst = Vπdy .

3.2 Robust Dynamic Programming

In this section, we discuss how value iteration and policy iteration can be adapted
rather straightforwardly for (s, a)-rectangular RMDPs.

Remark 1 (Graph preservation). For computational tractability of robust dy-
namic programming, especially of objectives that rely on preprocessing the un-
derlying graph, such as the reach-reward objective we consider, it is often as-
sumed that the uncertainty set should be graph preserving. That is, all variable
assignments in the uncertainty set U imply the same topology for the under-
lying graphs. Hence, if there exists some P ∈ P with P (s, a, s′) = 0 for some
transition, then all other P ′ ∈ P should also have P ′(s, a, s′) = 0.

Recall Equation (1), describing value iteration in a standard MDP. In an
RMDP, we do not have access to a precisely defined transition function P : S ×
A ⇀ D(S). Instead, we have the uncertain transition function P that defines a
set of such transition functions P ∈ P.

Robust value iteration adapts value iteration by accounting for the worst-
case P ∈ P at each iteration. This is achieved by replacing the inner sum∑

s′∈S P (s, a, s′)V n(s′) by an inner minimization problem:

V (n+1)(s) = max
a∈A

{
R(s, a) + inf

P∈P

{∑
s′∈S

P (s, a, s′)V (n)(s′)

}}
. (3)
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We write V instead of V , which is now the worst-case or pessimistic value of the
RMDP. That is, V is a lower bound on the value the agent can possibly achieve.
Best-case or optimistic interpretations also exist, which we discuss later.

Under our assumption that the uncertainty set U is (s, a)-rectangular, we
may replace the global minimization problem infP∈P by a local one:

V (n+1)(s) = max
a∈A

{
R(s, a) + inf

P (s,a)∈P(s,a)

{∑
s′∈S

P (s, a, s′)V (n)(s′)

}}
. (4)

If, additionally, the uncertainty set U is convex, for instance, because all con-
straints are linear, the inner minimization problem can be solved efficiently via,
e.g., convex optimization methods. Hence, robust value iteration extends regu-
lar value iteration by solving an additional inner problem at every iteration. In
general, the computational tractability of RMDPs primarily relies on whether
or not this inner problem is efficiently solvable.

As discussed in Section 3.1 and shown in Table 1, stationary deterministic
policies are sufficient for optimality in (s, a)-rectangular RMDPs with convex
uncertainty sets. Thus, an optimal robust policy π∗ can again be extracted via

π∗(s) = argmax
a∈A

{
R(s, a) + inf

P (s,a)∈P(s,a)

{∑
s′∈S

P (s, a, s′)V ∗(s′)

}}
. (5)

We underline the policy π∗ to denote that it is an optimal robust policy, as we
later also touch upon optimal optimistic policies, which we shall denote by π∗.

Robust policy iteration [64, 76] extends standard policy iteration in a similar
way. Policy evaluation, i.e., model checking the induced robust Markov chain, is
done by performing robust dynamic programming for some stationary policy π:

V (n+1)
π =

∑
a∈A

π(s, a) ·

(
R(s, a) + inf

P (s,a)∈P(s,a)

{∑
s′∈S

P (s, a, s′)V (n)
π (s′)

})
.

Here, we again use that our uncertainty set is (s, a)-rectangular and convex to
ensure an efficiently solvable inner minimization problem. After convergence, we
use the robust state values under the current policy V ∗

π to compute the robust
state-action values Q

π
:

Q
π
(s, a) = R(s, a) + inf

P (s,a)∈P(s,a)

{∑
s′∈S

P (s, a, s′)V ∗
π(s

′)

}
.

The policy improvement step is performed on these robust state-action values:

π′(s) = argmax
a∈A

Q
π
(s, a).

The process repeats until the policy stabilizes, i.e., π′ = π, after which an optimal
robust policy π∗ = π′ has been found.
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Optimistic dynamic programming. Instead of assuming the worst-case from
the uncertainty set, we may also assume the agent and nature play cooperatively.
That is, both players attempt to maximize the agent’s reward, and we instead
obtain optimistic values V that are computed in the same way as the pessimistic
values were, except that the inner minimization problem from Equation (3) is
now replaced by an inner maximization problem:

V
(n+1)

(s) = max
a∈A

{
R(s, a) + sup

P∈P

{∑
s′∈S

P (s, a, s′)V
(n)

(s′)

}}
.

The optimal optimistic policy π∗ is again extracted by one final step of dynamic
programming, as in Equation (5):

π∗(s) = argmax
a∈A

{
R(s, a) + sup

P∈P

{∑
s′∈S

P (s, a, s′)V
∗
(s′)

}}
.

Convex optimization. Since dynamic programming approaches for MDPs ex-
tend with relative ease to RMDPs, especially in the case of (s, a)-rectangular
uncertainty sets, a natural question to ask is whether the same goes for convex
optimization approaches, and in particular the linear programming (LP) formu-
lation for MDPs. As Iyengar [64] already notes, however, that is not the case, and
the natural analogue of the LP of MDPs for RMDPs yields, in fact, a noncon-
vex optimization problem. In contrast, the optimistic setting does yield tractable
LPs via standard dualization techniques, which have been applied to solve PCTL
objectives in (s, a)-rectangular RMDPs with convex uncertainty sets [98].

Methods for s-rectangular RMDPs. For s-rectangular RMDPs, dynamic
programming does not extend so straightforwardly, and a lot of research has fo-
cused on finding efficient Bellman operators for various types of uncertainty sets.
Most notably, s-rectangular L1-MDPs [58], but also s-rectangular uncertainty
sets defined by an L∞-norm [16] or ϕ-divergences [60]. In [59], a policy iteration
algorithm was introduced, while [42, 77, 115] employ policy gradient techniques.

Other objectives. The RMDP literature primarily focuses on either finite hori-
zon or discounted infinite horizon reward maximization. Adaptation to reacha-
bility objectives, such as the reach-reward maximization we consider, is usually
straightforward, provided the graph preservation property of Remark 1 is met.
Temporal logic objectives can be reduced to such reach-reward objectives via
a product construction [119]. Finally, recent works study average reward (also
known as mean payoff) and Blackwell optimality in RMDPs [25, 48, 49]. Aver-
age reward objectives consider the problem of maximizing the average reward
collected in t time steps when limt→∞, and Blackwell optimality balances the
standard discounted reward objective by also accounting for long-term reward.
A policy is Blackwell optimal if it is optimal for all discount factors sufficiently
close to one, i.e., all γ ∈ [γ∗, 1) [99].
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Fig. 3: An example IMDP.

3.3 Well-Known RMDP Instances

We review common types of RMDPs often used in formal verification and AI,
namely interval MDPs, L1-MDPs, and multi-environment MDPs. We provide a
more commonly used tuple definition for each and explain how it fits the general
RMDP framework.

Interval MDPs

Interval MDPs (IMDPs) [93], also referred to as bounded-parameter MDPs [46]
or uncertain MDPs [111, 119], are a special instance of (s, a)-rectangular RMDPs.

Definition 5 (IMDP). An interval MDP (IMDP) is a tuple (S, sι, A, P̌ , P̂ , R),
where P̌ : S × A × S ⇀ [0, 1] and P̂ : S × A × S ⇀ [0, 1] are two transition
functions that assign lower and upper bounds to each transition, respectively,
such that P̌ ≤ P̂ and for all transitions P̌ (s, a, s′) = 0 ⇐⇒ P̂ (s, a, s′) = 0.

Our definition of an IMDP requires that a transition either does not exist (where
both P̌ and P̂ are zero) or is assigned an interval with a non-zero lower bound,
thus ensuring graph preservation for tractable (standard) robust dynamic pro-
gramming (Remark 1). For IMDPs, however, the statistical model checking lit-
erature offers solutions to circumvent the need for this requirement [6, 35].

IMDPs have a constraint that each state-action pair is required to have a
valid probability distribution. An IMDP is an RMDP (S, sι, A,P, R) where the
uncertainty set is of the form U = {f : X → R | ∀(s, a, s′) ∈ S×A×S, f(xsas′) ∈
[i, j]sas′ ⊆ [0, 1] ∧ ∀(s, a) ∈ S × A,

∑
s′∈S f(xsas′) = 1}. An example IMDP is

depicted in Figure 3. Note that this IMDP is precisely the RMDP from Figure 1
with uncertainty set U1, see Example 1.

IMDPs have the nice property that their inner problem can be solved effi-
ciently via a bisection algorithm [93], more explicitly given for interval DTMCs
in [74] and presented in Algorithm 1. This algorithm sorts the successor states
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Algorithm 1 Algorithm to solve the IMDP inner problem infP∈P(s,a)

1: Sort S′ = {s′1, . . . , s′m} according to V (n) ascending such that V (n)(s′i) ≤ V (n)(s′i+1)
2: ∀s′i ∈ S′: P (s, a, s′i)← 0
3: budget = 1−

∑
s′∈S′ P̌ (s, a, s′)

4: i← 1
5: while budget − P̌ (s, a, s′i) + P̂ (s, a, s′i) < 0 do
6: P (s, a, s′i)← P̂ (s, a, s′i)
7: budget ← budget − P̌ (s, a, s′i) + P̂ (s, a, s′i)
8: i← i+ 1
9: end while

10: P (s, a, s′i)← budget + P̌ (s, a, s′i)
11: ∀j ∈ {i+ 1, . . . , n}: P (s, a, s′j)← P̌ (s, a, s′j)
12: return P (s, a, ·)

S′ = {s′1, . . . , s′m} of state-action pair (s, a) by the current value V (n) in ascend-
ing order. A variable budget indicates how much probability mass is still free to
assign when we start with assigning the lower bounds to each successor state.
Successor states occurring at low indices, i.e., with low values V (n), will be as-
signed the upper bound of the transition leading to them until the budget runs
out. One state will get a remaining budget added to its lower bound, which is
the first state for which it is no longer possible to replace the lower bound by the
upper bound, ensuring the transition probability lies within its interval. The re-
maining successor states, with high values, will be assigned the lower bounds, as
the budget for replacement is now zero. As a result, transition function P (s, a, ·)
forms a valid probability distribution.

For optimistic dynamic programming, i.e., the case where the inner problem
is given by the supremum over the uncertainty set instead of the infimum, we only
need to reverse the order in which the states are sorted in line 1 of Algorithm 1.

L1-MDPs

L1-MDPs [109] are another instance of (s, a)-rectangular RMDPs. Where IMDPs
put an error margin around each individual transition probability, L1-MDPs put
an error margin around each probability distribution at a state-action pair.

Definition 6 (L1-MDP). An L1-MDP is a tuple (S, sι, A, P̃ , R, d), where S,
sι ∈ S, A and R are as for standard MDPs, P̃ : S × A ⇀ D(S) is the centre
transition function and d : S×A → R≥0 is a distance function assigning an error
bound to each state-action pair.

An L1-MDP is an RMDP (S, sι, A,P, R) where the uncertainty set is given by
U = {f : X → R | ∀(s, a) ∈ S × A,

∑
s′∈S |f(xsas′) − P̃ (s, a, s′)| ≤ d(s, a)},

where d(s, a) bounds the L1-error between the reference distribution P̃ (s, a) and
all other distributions P (s, a) ∈ P(s, a).

Similar to IMDPs, the inner optimization problem for L1-MDPs can be solved
efficiently, again by ordering the successor states along their current value and
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Algorithm 2 Algorithm to solve the L1-MDP inner problem infP∈P(s,a)

1: Sort S′ = {s′1, . . . , s′m} according to V (n) ascending such that V (n)(s′i) ≤ V (n)(s′i+1)
2: P (s, a, s′m)← max{0, P̃ (s, a, s′m)− d(s,a)/2}
3: ∀s′i ̸= s′m ∈ S′: P (s, a, s′i)← P̃ (s, a, s′i)
4: i← 1
5: while

∑m
j=1 P (s, a, s′j) < 1 do

6: P (s, a, s′i)← min{1, 1 +
∑

j∈{1,...,m}\{i} P (s, a, s′j)}
7: i← i+ 1
8: end while
9: return P (s, a, ·)

assigning low-ranking states the most possible probability mass and high-ranking
states the least probability mass. Specifically, the state with the highest value
s′m gets probability mass d(s,a)/2 subtracted from its estimate P̃ (s, a, s′m), and
the remaining states from low to high get added probability mass until a total of
d(s,a)/2 has been added to these states, ensuring a valid probability distribution.
This algorithm is the dual of the algorithm for computing the optimistic inner
problem supP∈P(s,a) of [109] and explicitly given in Algorithm 2.

Multi-Environment MDPs

Multi-environment MDPs (MEMDPs) [102] model discrete uncertainty. Specif-
ically, a MEMDP is a finite set of MDPs that share the same states, actions,
and reward function and only differ in their transition functions. Each MDP in
a MEMDP is called an environment.

Definition 7 (MEMDP). A multi-environment MDP (MEMDP) is a tuple
(S, sι, A, {Pi}i∈I , R) where S, sι, A,R are as for MDPs, and {Pi : S × A ⇀
D(S)}i∈I is a set of I = {1, . . . , n} transition functions that are consistent with
each other in terms of enabled actions: ∀(s, a) ∈ S × A,∀i, j ∈ I, Pi(s, a) =
⊥ ⇐⇒ Pj(s, a) = ⊥.

A MEMDP is an RMDP (S, sι, A,P, R) where the uncertainty set U is discrete:
|U| ̸= ∞, and P = {Pi}i∈I . In general, MEMDPs are non-rectangular and follow
static uncertainty semantics, as nature’s choices at each state-action pair must
be consistent with, and equivalent to, choosing a single Pi ∈ P at the start. As
the uncertainty set is discrete, it is also nonconvex. Hence, optimal policies in
MEMDPs need to be history-based and randomized; see Table 1.

MEMDPs have been studied in both formal methods and AI. In AI, MEMDPs
have caught interest because of their applications in robotics, naturally mod-
elling several possible worlds a robot may act in [104]. Besides being RMDPs,
MEMDPs are also a subclass of partially observable MDPs (POMDPs), where
the agent does not directly observe the states [71]. In particular, a MEMDP can
be transformed into a POMDP by taking the disjoint union of all environments
and using the partial observability to hide in which environment the agent is
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playing [23]. As a result, quantitative objectives such as reward maximization
may be solved by casting the MEMDP to a POMDP and using off-the-shelf
POMDP methods.

In formal methods, emphasis has been given to complexity results, espe-
cially for almost-sure objectives, i.e., objectives that need to be satisfied with
probability one. In [102], it is shown that almost-sure parity objectives are
in P for MEMDPs of two environments, while [114] shows that already for
almost-sure reachability, an arbitrary number of environments leads to PSPACE-
completeness. Recent work completes the complexity landscape for qualitative
objectives in MEMDPs by establishing PSPACE-completeness for almost-sure
parity and Rabin objectives [112]. In contrast, almost-sure reachability is al-
ready EXPTIME-complete for POMDPs [24], and almost-sure parity or Rabin
objectives are undecidable [12], showing that MEMDPs are an interesting class
worth investigating.

4 Connections to Other Models

In the following, we summarize the connections between RMDPs and some other
commonly used models in formal methods and AI. In particular, we highlight the
connections with parametric MDPs (Section 4.1), stochastic games (Section 4.2),
robust POMDPs (Section 4.3), and a range of models that assume additional
distributional information over the parameters (Section 4.4).

4.1 Parametric MDPs

Our general definition of RMDPs as given in Definition 3 closely resembles that
of parametric MDPs (pMDPs) [67]. Indeed, both models assign variables (pa-
rameters) to the transitions instead of concrete probabilities, effectively defining
a set of possible MDP models. Typically, pMDPs are defined more generally and
allow for a rational function over two polynomials on the transitions, encoding
dependencies between transitions directly by having two of these rationals share
some of the parameters.

The parameter synthesis problem [37] typically considered in pMDPs is, how-
ever, different from the problem of computing robust policies and values in
RMDPs. Parameter synthesis asks whether there exists a variable assignment
such that for all policies, a certain (reachability) specification is met. That is,
the quantifiers are reversed compared to RMDPs.

Common techniques for parameter synthesis in pMDPs or pMCs include con-
vex optimization approaches [30, 31, 33], parameter lifting [100], or exact com-
putation of the solution function [69]. Tool support for pMDPs can be found
in, e.g., Storm [57] or PROPhESY [36]. Parameter synthesis in pMDPs with
memoryless deterministic policies is known to be NP-complete for a fixed number
of parameters and ETR-complete for arbitrary numbers of parameters [70].
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4.2 Stochastic Games

The connection between stochastic games (SG) and RMDPs has been noted
many times in the RMDP literature. See, e.g., [47, 49, 64, 93, 118, 121]. The most
explicit game interpretations are given by [64, 93], which both link reward maxi-
mization in (s, a)-rectangular RMDPs to turn-based zero-sum stochastic games.
This equivalent game is constructed by adding, in addition to the states S, states
that correspond with tuples ⟨s, a⟩ of states s ∈ S and actions a ∈ A. Then, the
agent controls the original states, and nature controls the tuple states. In a state
s, the agent chooses an action a, upon which the game transitions determinis-
tically to the nature state ⟨s, a⟩. In this state ⟨s, a⟩, nature chooses a variable
assignment. Given a nature state ⟨s, a⟩ and variable assignment f ∈ U , the game
transitions stochastically to an agent state s′ according to P(f)(s, a, s′). The
reward function assigns the same value as the reward function of the RMDP in
the agent states and zero in nature states.

Changes in the assumptions on nature or the objective require some changes
in the translation to stochastic games. Paper [118] mentions that a similar con-
struction follows for s-rectangular RMDPs, but does not describe the actual
game. As s-rectangular RMDPs assume that nature chooses variable assign-
ments without information of the agent’s latest action, such games would have
to either be partially observable or concurrent. An average reward objective in
RMDPs can be linked to zero-sum mean pay-off games [49].

A key difference between RMDPs and SGs is that in RMDPs, it is typically
assumed that nature plays memoryless, whereas in SGs, both players are allowed
to use history. [49] shows that the assumption of playing against a memoryless
nature is nonrestrictive for discounted reward maximization against a convex
and compact s-rectangular uncertainty set.

4.3 Robust POMDPs

Partially observable MDPs (POMDPs) are an extension of MDPs where it is
assumed that the agent cannot directly observe the state. Instead, the agent
receives observations about the state and, optionally, the last action [71]. The
same extension to the partially observable setting can be made for robust MDPs,
resulting in robust POMDPs (RPOMDPs).

Computing optimal policies for POMDPs with infinite horizon objectives is
undecidable [87]. Since standard POMDPs are trivially included in RPOMDPs,
all decision problems for RPOMDPs are at least as hard as for POMDPs. Ex-
isting approaches for policy computation in RPOMDPs use convex optimization
techniques [34, 110], robust versions of value iteration [94], or recurrent neural
networks to learn policies [43]. Other approaches exist but either consider a differ-
ent notion of optimal policy, such as optimal for one instance in the uncertainty
set [63] or optimal given a pessimism level [106], or have additional assumptions
on the uncertainty set, such as uncertainty in the observation function only [22]
or existence of a distribution over the uncertainty set [92]. It is shown by [17] that
an RPOMDP with an uncertain state-action-based observation function can be
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transformed to an RPOMDP with a deterministic state-based observation func-
tion using a state space expansion. This transformation allows research to focus
on RPOMDPs with uncertainty only in the transition function (and not in the
observation function).

Paper [17] defines formal game semantics for RPOMDPs, linking RPOMDPs
to turn-based zero-sum partially observable stochastic games (POSGs) [38].
They note that the existing literature on RPOMDPs makes implicit assump-
tions about uncertainty, which leads to semantically different POSGs and, hence,
RPOMDPs with different optimal values. In particular, [17] shows that static
and dynamic uncertainty semantics in RPOMDPs no longer coincide, even for
(s, a)-rectangular uncertainty sets. For infinite horizon discounted reward max-
imization, [94] shows that static and dynamic uncertainty in RPOMDPs do
still coincide under (s, a)-rectangularity and when nature plays stationary, i.e.,
without memory. Finally, [17] shows that nature’s ability to observe the agent’s
last-played action influences the optimal value in both RPOMDPs and RMDPs,
see also Section 3.1.

4.4 Modelling Likelihoods of Transition Functions

Thus far, we have discussed models that capture sets of possible transition func-
tions and the associated game behaviour of these models. However, what if cer-
tain transition functions are more likely than others? These likelihoods may
result from different experts which value they would assume for, e.g., transition
probabilities in a given MDP [3]. The natural question is how we can incorpo-
rate this prior knowledge about the likelihood of different transition functions.
One option is to neglect the likelihood completely and model the problem as
an RMDP. However, the standard robust analysis of this RMDP (as discussed
in section 3) may lead to overly conservative results. In this section, we explore
approaches that aim to mitigate this conservatism and rigorously incorporate
likelihoods over transition functions.

We can formalize the setting above by modelling the prior knowledge as a
probability distribution over the transition function P of an RMDP. Although
equivalent, it is often more convenient to model this setting as a pMDP to-
gether with a distribution over the parameter values. As such, these models
have been named uncertain parametric MDPs (upMDPs) in the literature [7]. A
common verification question is then to obtain a solution “that is robust against
(for example) at least a 99% probability mass of the distribution.” As a concrete
application, consider flying a drone in an environment with uncertain weather
conditions. We model this environment as a parametric MDP, where the pa-
rameter values are determined by the actual weather conditions. From historical
weather data, we can derive a probability distribution for the weather conditions
(and thus the transition probabilities) on a random day. A natural verification
question is then: “What is the probability that we can safely fly the drone without
crashing on a random day?”

One important question for upMDPs is whether policies can depend on the
realization of the (uncertain) parameters. For the example above, one possible
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assumption is that we can first observe the actual weather conditions, and then
can compute an optimal policy based on this weather. This setting has first been
investigated by [32] and in more detail by [7]. The other possible assumption is
that we cannot observe the actual weather first and instead need to compute a
single policy that is robust against all weather conditions. This setting has been
considered by [103] for upMDPs, and also relates to so-called Bayes-adaptive
MDPs which are commonly used in reinforcement learning [50, 29, 105]. A vari-
ant where parameter values cannot be observed and thus must be learned has
been studied by [5]. The latter setting is arguably more difficult to solve due
to dependencies between the policies for different weather conditions. However,
which of the two assumptions is more appropriate depends on the context.

In practice, it may be unrealistic to have access to an explicit representation
of the distributions over transition functions. For example, we may have prior
knowledge in the form of a finite set of expert demonstrations [97], each of which
leads to an MDP with different transition probabilities. These demonstrations
can be interpreted as samples from an underlying distribution over the parame-
ters. This setting has motivated sampling-based verification approaches for up-
MDPs, such as [32, 103]. A similar setting for continuous-time Markov chains is
studied by [8, 103]. Generally, these approaches assume access to a finite set of
parameter samples and aim to compute a solution with statistical (PAC-style)
guarantees on its performance on yet another sample from the underlying dis-
tribution. For example, [7] obtains PAC guarantees by techniques from scenario
optimization, which is a methodology to deal with stochastic convex optimization
in a data-driven fashion [19, 20].

5 Robust MDPs in Practice: Applications and Tools

In this section, we review two key applications of RMDPs, namely in learning
and abstraction methods, and discuss the current state of tool support.

5.1 Learning

A natural application of RMDPs in both formal methods and AI comes in learn-
ing MDPs from data. Naive estimation of the transition probabilities from a
finite amount of observations introduces estimation errors. When following a
path through a learned MDP, these errors may accumulate, leading to poten-
tially significant differences in values (and possibly optimal policies) between the
learned model and the true underlying MDP [47, 88]. To account for these errors,
confidence intervals around the probabilities or distributions may be computed
via, e.g., Hoeffding’s inequality [61] or the Weissman bound [116], and included
in the learned model, yielding an RMDP. Resulting policies and values can then
be given a probably approximately correct (PAC) guarantee.

Learning MDPs with PAC guarantees has been studied extensively in both
formal methods and AI, namely in the form of statistical model checking (SMC)
and reinforcement learning (RL). PAC-SMC is often applied when the original
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MDP is too large to fit into memory and can mitigate the state-explosion problem
(at the cost of precision) when verifying infinite or indefinite horizon objectives.
These methods either build IMDPs by deriving confidence intervals through
Hoeffding’s inequality or construct lower and upper Bellman equations that are
updated directly, implicitly performing robust dynamic programming [6, 35].

In contrast, RL is primarily concerned with finding an optimal policy that
maximizes discounted or finite horizon reward objectives through efficient ex-
ploration [113]. RMDPs, and specifically L1-MDPs based on the aforementioned
Weissman bound, are used to achieve PAC guarantees on the learned model [108,
109] or efficient exploration through optimistic policies [66].

It should be noted that the PAC-MDP framework of [108] explicitly requires
the sample efficiency of a learning algorithm to be polynomial in the input to
be considered (efficiently) PAC. As a consequence, any non-finitary objective is
not PAC-learnable following the PAC-MDP framework, and PAC-SMC methods
are said to give anytime or best-effort guarantees [122]. Recent work investigates
techniques to reduce the amount of data required to achieve PAC guarantees in
both SMC and RL [90, 117].

Two subfields of RL that also commonly use RMDPs are the offline RL prob-
lem of safe policy improvement (SPI) and robust RL. In SPI, only a previously
collected data set and the behaviour policy that collected it are given, and no
further data collection is allowed. The SPI problem is to compute a new policy
that outperforms the behaviour policy with a PAC-style guarantee. Solutions to
this problem often construct (implicit) L1-MDPs [44, 82, 107]. Robust RL is a
broad field that considers RL under various kinds of uncertainty, disturbances,
or structural changes perturbations, such as non-stationary environments [111].
We refer to the following recent survey for more on robust RL [91].

Aleatoric and epistemic uncertainty. Uncertainty that may be reduced by
collecting more data, as encountered in these learning settings, is commonly
referred to as epistemic uncertainty [11, 62]. Uncertainty that cannot be reduced
but is known to be inherent to the system, such as the probability distributions in
a standard MDP, is called aleatoric uncertainty. We emphasize that an RMDP’s
uncertainty set is not necessarily epistemic and that whether the uncertainty
may be reduced by collecting more data is an additional assumption about the
specific scenario in which the RMDP is used.

5.2 Abstraction

RMDPs are commonly used to model abstractions of more complex systems. The
general idea is that states of a (non-robust) MDP can be aggregated by overap-
proximating the transition probabilities in the uncertainty set of an RMDP [65].
This idea at least dates back to [83] and has already been identified as an in-
teresting application of RMDPs in [46]. Since then, such abstraction techniques
have been used across areas, including formal methods, control theory, and AI.

First of all, game-based abstraction of MDPs in the form of IMDPs has
been studied by [75, 78]. So-called 3-valued abstractions of Markov chains are
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developed by [39], who abstract the system into an interval Markov chain whose
labelling function has three possible values (true, false, or don’t know). A similar
approach for 3-valued abstraction of CTMCs is presented by [73]. Probabilistic
bisimulation of IMDPs to reduce the number of states is considered by [56].

In control theory, models typically have continuous state and action spaces. A
popular approach to synthesizing provably correct control policies is to generate
a finite-state abstraction of the continuous model [1, 2, 81]. Under an appropriate
simulation relation, satisfaction guarantees of temporal logic formulae carry over
from the abstract to the continuous model [45]. Various papers generate IMDP
abstractions of stochastic systems [9, 10, 28, 85], and tool support has been de-
veloped by, e.g., [21, 120]. Similar to game-based abstraction, the general idea is
to use the probability intervals to capture uncertainties and abstraction errors.
For further details on abstractions in control, we refer to the survey [84].

5.3 Tool Support

General-purpose tool support for RMDPs is still relatively limited compared
to other models. The probabilistic model checkers Prism [80] and Storm [57]
both support basic IMDP model checking, with Prism’s provision slightly more
advanced, e.g., in terms of user support for modelling. Storm, on the other
hand, has more advanced support for pMDPs, and has been used as a back-end
in several of the previously discussed works, e.g., [7, 8, 33, 110]. Other IMDP tools
have also begun to be developed, such as the Julia-based IntervalMDP.jl [89].

6 Robust MDPs in the Future

We conclude this survey with some currently active directions for the develop-
ment and application of RMDPs.

Tools, Benchmarks, and Evaluation

As mentioned in Section 5.3, tool support for RMDPs is still young, with a
particular focus on IMDPs. Extending support to L1-MDPs, a larger range of
objectives including discounted reward and temporal logic objectives, and pos-
sibly s-rectangular RMDPs, would give further impulse to the development of
new techniques exploiting the theory of RMDPs in, e.g., learning or abstraction.

Alongside tools, we also see a clear need for a rich benchmark set to evaluate
and compare RMDP algorithms and tools. Initiatives such as a rich comparison
of algorithms [53] or extensive (tool) benchmarking on a standardized set of
models [4, 55] could shed light on the differences between various methods in
theory and practice.

Notably, and contrary to what has been experimentally verified for MDPs [53],
robust policy iteration seems to be the preferred way to solve RMDPs [59, 76].
The argument is that it performs fewer inner minimization problems compared
to robust value iteration, which, depending on the shape of the uncertainty set,
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may become computationally expensive. An extensive experimental evaluation
confirming this hypothesis is, to the best of our knowledge, missing as of yet.

Algorithmic and Theoretical Advances in Multi-Environment MDPs

In Section 3.3, we already identified MEMDPs as an interesting class of RMDPs
as they naturally model a finite set of possible MDPs and may also be viewed
as POMDPs with additional structure. Complexity results on almost-sure objec-
tives show how this additional structure can be exploited to build computation-
ally more efficient algorithms than their (general) POMDP counterpart [114]. We
believe this direction of research should be continued and further investigated
for quantitative objectives such as expected reward.

Uncertainty Assumptions in RMDPs

While the type of rectangularity assumptions about the uncertainty set are often
made explicit, other assumptions, such as static and dynamic uncertainty and
the type of nature policies considered, are mostly left implicit. In various cases,
it is known that these assumptions do not influence the optimal policies and val-
ues and can, therefore, be ignored [49, 64], as also discussed in section Sections 3
and 4. However, many combinations of assumptions are yet to be investigated.
[17] shows cases where assumptions on the uncertainty set influence the opti-
mal policy and value for reward maximization in RPOMDPs. Therefore, richer
(temporal logic) objectives for RMDPs may likely be subject to a similar influ-
ence. We believe expanding the knowledge of whether and when assumptions on
the RMDP influence the optimality of policies and values is an interesting and
necessary direction for future research.

7 Conclusion

We presented a short survey on robust MDPs, from the basic foundations, includ-
ing semantics and solution methods, to common applications in formal methods
and AI. We discussed RMDP semantics and how dynamic programming can be
extended to robust dynamic programming in the (s, a)-rectangular case. Finally,
we summarized the current and (possibly) future position RMDPs take within
the formal methods and AI communities in terms of connections with other
models and applications.
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